DAY-6 PROGRAMS

1. To implement the median of medians algorithm ensure that you handle the worst case time complexity efficiency while finding the k-th smallest element in an unsorted array.

Arr=[12,3,5,7,19] k=2

Expected output:5

Code:

import random

def median\_of\_medians(arr, k):

if len(arr) == 1:

return arr[0]

subarrays = [arr[i:i+5] for i in range(0, len(arr), 5)]

medians = [sorted(subarray)[len(subarray)//2] for subarray in subarrays]

if len(medians) <= 5:

pivot = sorted(medians)[len(medians)//2]

else:

pivot = median\_of\_medians(medians, len(medians)//2)

left = [x for x in arr if x < pivot]

middle = [x for x in arr if x == pivot]

right = [x for x in arr if x > pivot]

if k <= len(left):

return median\_of\_medians(left, k)

elif k <= len(left) + len(middle):

return middle[0]

else:

return median\_of\_medians(right, k - len(left) - len(middle))

arr = [12, 3, 5, 7, 19]

k = 2

print(median\_of\_medians(arr, k))

output:
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2. To implement a function median of medians (arr,k)that takes an unsorted array arr and an integer,and return the k-th smallest element in the array.

Arr=[1,2,3,4,5,6,7,8,9,10] k=6

Output:An intrger representing the k-th smallest elements in the array.

Code:

import random

def median\_of\_medians(arr, k):

if len(arr) == 1:

return arr[0]

subarrays = [arr[i:i+5] for i in range(0, len(arr), 5)]

medians = [sorted(subarray)[len(subarray)//2] for subarray in subarrays]

if len(medians) <= 5:

pivot = sorted(medians)[len(medians)//2]

else:

pivot = median\_of\_medians(medians, len(medians)//2)

left = [x for x in arr if x < pivot]

middle = [x for x in arr if x == pivot]

right = [x for x in arr if x > pivot]

if k <= len(left):

return median\_of\_medians(left, k)

elif k <= len(left) + len(middle):

return middle[0]

else:

return median\_of\_medians(right, k - len(left) - len(middle))

arr = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

k = 6

print(median\_of\_medians(arr, k))

output:
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3. write a program to implement meet in the middle technique.give an array of integers and a target sum , find the subset whose sum is closest to the target. You will use the meet in the middle technique

To eifficiency find this subset.

Set=[45,34,4,12,5,2]

Target sum=42

Code:

from itertools import combinations

def meet\_in\_the\_middle(arr, target):

n = len(arr)

mid = n // 2

left\_half = arr[:mid]

right\_half = arr[mid:]

def get\_subset\_sums(arr):

subset\_sums = set()

for r in range(len(arr) + 1):

for combo in combinations(arr, r):

subset\_sums.add(sum(combo))

return sorted(subset\_sums)

left\_sums = get\_subset\_sums(left\_half)

right\_sums = get\_subset\_sums(right\_half)

closest\_sum = None

closest\_diff = float('inf')

for left\_sum in left\_sums:

target\_right\_sum = target - left\_sum

low, high = 0, len(right\_sums) - 1

while low <= high:

mid = (low + high) // 2

right\_sum = right\_sums[mid]

current\_sum = left\_sum + right\_sum

current\_diff = abs(current\_sum - target)

if current\_diff < closest\_diff:

closest\_diff = current\_diff

closest\_sum = current\_sum

if current\_sum < target:

low = mid + 1

else:

high = mid - 1

return closest\_sum

arr = [45, 34, 4, 12, 5, 2]

target = 42

closest\_sum = meet\_in\_the\_middle(arr, target)

print(f"The subset sum closest to {target} is {closest\_sum}.")

output:
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4. Write a program to implement Meet in the Middle Technique. Given a large array of integers and an exact sum E, determine if there is any subset that sums exactly to E. Utilize the Meet in the Middle technique to handle the potentially large size of the array. Return true if there is a subset that sums exactly to E, otherwise return false. E = {1, 3, 9, 2, 7, 12}

exact Sum = 15

code:

from itertools import combinations

arr = [1, 3, 9, 2, 7, 12]

exact\_sum = 15

mid = len(arr) // 2

left\_half = arr[:mid]

right\_half = arr[mid:]

left\_sums = set()

for i in range(len(left\_half) + 1):

for combo in combinations(left\_half, i):

left\_sums.add(sum(combo))

right\_sums = set()

for i in range(len(right\_half) + 1):

for combo in combinations(right\_half, i):

right\_sums.add(sum(combo))

found = False

for left\_sum in left\_sums:

if (exact\_sum - left\_sum) in right\_sums:

found = True

break

print("Subset sum exists:", found)

output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAn0AAACoCAYAAACVH1h4AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAABbbSURBVHhe7d0NbBTnncfxP1cJpIitquAkikkRTi4tRy6AoIboOCcUcTrgWrsEQQXiTVFJgGsUVZg2ySVyrUR3qTApUVUgL4rA4bhTEaVwOcipEaGhrmQsUEIvOZo0MaKHKxKDolsUiUhR7nnmeWZ2dmbWnll7114/34+0MDus593Mz//nmcfjvrtq7RcCAACAMW3c3TO/QegDAAAY4/7C/g0AAIAxjNAHAADgAEIfAACAAwh9AAAADiD0AQAAOIDQBwAA4ABCHwAAgAMIfQAAAA4g9AEAADiA0AcAAOAAQh8AAIADCH0AAAAOIPQBAAA4gNAHAADgAEIfAACAAwh9AAAADiD0AQAAOIDQBwAA4IBxd8/8xhd2ugrqZe7fLZZF9zXIl733efngN2/IsV/3yCXvPQAAACqhSqGvXpa2PiEP398ok2+ws8I+7ZPTv9wtbR2vEf4AAAAqoArNu/Wyfs/L8syaUOD7/DO5/ql6fW7f31Avc9c8Ja/sWSOT7ayyPb5fen7XpV775XE7q6pW7ZTj3vqPyM9X2XkAAAAjrOKhr6l9p3z/nknmTb5Xjv10iyyZM18a/0a95rTI9376mnyYN/9cd88j8tK/zDdvyjVhvEy4wbzG21lV9aXx8mVv/TmZ8CU7DwAAYIRVNvTd85Q83tIgE/T0Jz2yY/VKeXRfuP9en5ze96R8Z/VzcvoTM2fykh/KM/eY6WqYdt9iWfqtxdI03c4AAAAYgyrap2/pc6/JM/fpKt8VOdW2WP7xiJmfqGWnnGifL3Vqsv+3T8vC76sPr9klXa2NkpNe+eWslfJj80nP+hdPyNbGnEjvEZmx7GmR9l/IORUwE+VV4GzaIvtCyzu2q09mbphf1Mcw/8fX5Gc/eFL+/U92hqyRl049InPVaj480ijfabOztei2Be+TxLcfAACgmipY6auXe2+3zbp952TfQIFPO/Kv8lafmay7fb7MNZMV0iBLt5jA5/UtvG7m5v5ysTz+yi5Z/1XzHgAAYKyoYOhbKHVfMVP5S+fktJkcQI+8fcl27stNlL8yU+m1rZQZsxplxpFeO0NX19R7/dJVPjs38MnvZd9jLaZv4bwWeXT/78Vb+1caZf2PWryPZLJ/i8zX6+roMctRf57usOunygcAAEZYFZ7eFRk/IbnRc+SoQPbSA7LjuC0tSp8c63hAXugxca1u5t/Lem8KAABgbKhg6Nsv/3vZTE2o/7osNZMDWCxzG2w4/OSKvG6mKiN/Xk7tt9Mh+3573lTpcnVSoncgAABATapope/Y+34nvUZZtaXeTJcwectKmauf4lAu/ffR0T9IM8OxAACAGlLR0Hd61wk57z0kMV5mrt8pP77Pmx133xPy8/V3m6Fdrv9BXt/V480uqJPbigY6bpSZk4fQZJybJk1r7HTI+r+dZp6+zfeL3zPQd9MtK+yUMfevJ5d4UhcAAGD0qWyfvj89Jz9QAc5rMp3QIPc/e0J+9exmub/RVP0mN7bIw8/+QrqebZHbvcSXV0Hxh7LDHzJl/x/kkvdbO3Iy89uPyDRvZr0sfXqbNJUqHH7Yb9ang+L6Uh/KydzvvSxbl/j/rn9N3MvyoB4CRul/+7/sgx/75X9ssTI3o0W22rH8Ji95Sh6/t8Syf3NF/s+byMnkaUMcaBoAAGCYVOV37zb9aL88s+rrg1TG8nL+356UlT/psu+1enm486BsnGF/t8b1z+S6jJcJXkC0/HH6Ag/IK7/bLDP98ffU18hnb0fG6SvQQ7bo36IRLFMPIr1WfdYGz8lbXpZfPWirkPrXx11X+fWG8O/6iI7B1yjP/McuWeoP+6LXP+ES4/QBAIARVZWnd0/9ZI2sfGy/nOo1NbiofG+X7HtMfaYo8Gl98rN/2inH/mi/Tv+KNZW+rvd1yTH7pG3cy/LoztfkQ/sbPvTXyOfqa+xbQw/O3CWXPjUBzg98enDmfw4FPu3Sridkx6u9ktcVRx0OdeC73ienXvWHZonqkUc79svpPhX2NL1+AACAEVaVSl+xr0vTtxpstS0vH77aJee96UFMny9Lb8/JZ5fPyes9/lArGSX8hg/9a9huz12X/rffkNOhsBdnt/v6FXn71+FfJQcAADD6jUDoG0EJoQ8AAMAFVWneBQAAwMgi9AEAADjArebdrzbKopmTZHyWvoQAAABjgFuhDwAAwFE07wIAADiA0AcAAOAAQh8AAIADCH0AAAAOIPQBAAA4gNAHAADgAEIfAACAAwh9AAAADiD0AQAAOIDQBwAA4ABCHwAAgAMIfQAAAA4g9AEAADiA0AcAAOAAQh8AAIADCH0AAAAOIPQBAAA4gNAHAADggHHfXbX2CzsNAACAMWrcbQ2zCH0AAABjHM27AAAADiD0AQAAOIDQBwAA4ABCHwAAgAOqGvraD52Qc2f2Srt9j7Fihbx4Up3bkx2yzs4BAACjyyChz97Mz0ReJ1VwW20/Uova9sq5Q9vsG4xKo/gcmR9eBn4dabMfBgBglBgg9G2TI2c2y7ycmsyflY45C6Wj55r5Jz3vgJmsRetuvdFOYXgclI0LFsqMBa3SaecM1Wg+R23L1b6q7wfzOi69euaF46F5C6WFcjYAYJQpGfrW7WmSBrkm3TvUTczezDs3Ndub2gap3ULGCmmaNtFOY3TiHAEAMNxKDs68bs9RaW0UFfqaZeOAVT1dEVwidT27Zf6mg3aeoZvBlk06Kx02NHrvp16Uwzv6ZdHW2V7B0KOrJMu32zchuomveYp949NBNL5NZntDQSG6zMRlFeQTtj+1FNtptu+qHI4G5tUd0qWORf9RUx3Sx2jRx7vl9Zs2q2Ol/l1XWRd0S9NJW3UtdaxSMeeqwb6LH0vdnK/Xk3CM/X0Mr99ue3AevW0tVe3zl23f+sLLy3yOUiwzLNhedQ0O2w8u9pgOcF686170v1+IbW+vPe9Zvo98g17zAACElKz0df75qvpzoky/d4WZMWymyDJ14xV1c9NVQ6/JeOqSeP8tPwDYpmX92cMX9D9clb5I4NM3RX3z0zdQrxJ59KJZZvjBgvYNtkqZ3Bw35MCXYjvTyjVu9oKftx+52fLQybUy/bx9r/arrP5iOvDocBJs527pzk+UeVvD/c90M62d/2D4oQwVSKKBTzvQKvODZdl5iQrhLDhHO86K/pL8x97BMjKdo5TLHC0m3SVH9PZe8fdJ7+NFeavMZuBU1zwAACGl+/S1/6d3I9cB5NyZo/LiMD64oW9U/g1cNxmb4NdUtA7Tp+uiHA5VN0xfqkiFRoUuXRHTywz6UenwYAPT8uEp55SUejuzUMHseX18/HMg79n373hhqO7WrEFcBaQHZ0uuqBLnBzyRhm+Gg4Ka/4IKTzps7jHraT+kq4NqH8uuIk2Vm1U405W64BzZwFh22C5nmUFIHYHuCbkpUqeDe3AMt0tLudsxwtc8AKA2DfAgh+2cr28kYipC3pOJQ36iMl7d6HzzPclHqoqm0jhFlg2yvvYZujkwoWJSdkDKJu12DsmVyyWaTFNaPU+m64B0vjuynINy6rwK3Lk6ucPO8ahw9LwK4jrwd508agPGUILSBfnI+wFi7TD+8FCJZVbSRXm97IBbbKSveQBAbRog9FlBk5ttwtNNSMM91t6By9Kv/srdpDuxWWq9QdOvNwxGUrVxhdRP0n+r0BUaLsO8TN+1omVWQqrtzGioIS/qzjqv352p2hYfJ9Mn7Eapj2xz56ZXTJUxN7G4mlYW/QOEbs4czh8eKrHMCsr3ywd2cmhGwTUPAKhJg4e+QLjyN0UW2aa/SgqeFg5XG5P6LIX608VeVejYnno7R1jQ/yv2SnpYxzSfarlp84ZhX3Rzpl5X+IeHoY5nV4ll1ogRvuYBALUnQ+izbBPS4PyKRFS8qiSrb5E69VfJDvh+tTHWZ+mg9F1Rf0WbJ0dKye0cgK3CVdT7/d4DDlma/Uw/vmvS3WP2xe/fN3T2hwcb1Ir7E5arEsscLaLfR6PsmgcA1Izsoa/trtCQHwWxJiXbjyxuotx8p5201t37NRV8rsm7bw7S5ymhz1LbOV1dmyKzUld3TF+wiirZtyoeeE3/rAo70C3vqn1OXbELHhRolo2bTPP18PedK9Gf0FPuORpombUhzfdR9mseAICSoU8Ph2H6CXUFFR47zw5P4j1N6tkub+kCnW5a8/tU6WFMwuO3RTQ0F5YbjDV24VRRE6MekqK476A/xlwkHLZv8IZI0csM9+nSy03uX2crJWp7C/tWvrTb6T+sMm+rv03meHpj8VXcweCJ3NaiY6K3tfi4hYdn8fvxmf59atuLhnHJwBsuJnwthc/7OwkPiKQ4R5mXqdivGZ2//znD91Hmax4AgJKhz1ZMlELnfzuorB47LTJIrB6ixBubzvap0sFQ9x/zHnCI0l+/46yIXa65SUfGf1M++Fh/bbizug5SelDdeP8zb4gU3aTqrz9YbnGQ9LUtN82A4Qcbyg2AqbdTDxfijSPnP3igjqfofll2TLpK84Yr0fvtr9/f1mvSfcg/9n5gjQ7PEgqNQV/Fwg8GwbXhhUp/XihY+Q/qhI63Pj/6AZFS/c8GPUdlLHO0y/J9lPWaBwCg5G/kAAAAwNiRvU8fAAAAag6hDwAAwAGEPgAAAAcQ+gAAABxA6AMAAHAAoQ8AAMABhD4AAAAHEPoAAAAcQOgDAABwAKEPAADAAYQ+AAAABxD6AAAAHEDoAwAAcAChDwAAwAGEPgAAAAcQ+gAAABxA6AMAAHAAoQ8AAMABhD4AAAAHEPoAAAAcQOgDAABwAKEPAADAAYQ+AAAABxD6AAAAHEDoAwAAcAChDwAAwAGEPgAAAAcQ+gAAABxA6AMAAHAAoQ8AAMABhD4AAAAHEPoAAAAcQOgDAABwAKEPAADAAYQ+AAAABxD6AGAETK6/xU4BQHUQ+gAAABxA6AMAAHAAoQ8AAMABhD4AAAAHEPqyWN0hXWdOSNeeFXYGKmeFvHjyhJw72SHr7BzUtvZD6nyq75/gVea5jS7nSJv9BwDAgMZU6IvdVPTr5F5pX20/UCPW7Tka3w//VdMhSAe5o/JijZ2Pktr2Jp4jfiiI09f0sqki+Z7dMmPOQvXaLYff6JZO++9ZtC3XX69eRy/aOQCANMZI6NsmR9TNVt9URK5J9w51Q9hxVvL6bU69DuiJWnNRDns3x8hrQWtZN8rRYarcrM9HKgdl44LRu79eMG+e4k33HtXn5rj0eu8Qt0Kapk1Uie+sPL/poJ13UNra/WkAQDWMgdCnq0dLpMEPe3OaZaMOeQdaZb4XlDYIrT+jRNtd6jyNBdtkeaMKMReOe0G8pV3P2y4tNpjPD4INAACjx7jbGmZ9Yadrk25ia57iNRulutnazxfoilpSMNRhcrPM8ytT+bPS8YLIQ1tni8TWpSuNOnj6dAC14bMMuorU2ni1xHb5/O1LWJe/jzqULN9uZ2oZtlP3X1T7Gi3M6aqWCTlmWXUJx103sy+bpI6XV6WLHMeYyPGPrlcf95LVvviy49eB2U5R233oVn1cVVizUl8zMfY4xo5vXMlzafezPzieBd7x86rWIUnHYdBz5Et73kucq6T9jH0facXLNfteON7Fwp9Ney1F2G2I729t0IMzX+q7bN8BQOWVrPQl9o8LvYJ+S/bhhqTPmNde8f8/Tr3MDNpn6BvPNXn3zcFv3kGTnL6B6qqM1wQ8RZadifYz0zchc/MzTXcL5fCV2dKacIM1+69uqP4y5+yW7vxEmbe10h3MdfOnXdeD4X5+atuTAl+G7fSOk7ev+sZs9t/0n7oob2W+udpmWrWMjp5r6n1omd4rEoaCCq3ePjsvUcI5uiCSa9ws5w5ts58paGg+oQKI2HWbZevPltf/7oJ8pLdt6l3BtT089D7ZwGeriP625s8X939LfY5Sn/dC4POPp99FIv+xOrBhfuALlmmOvchV6QsFyc5NzWY5/rkMfT6oyI8CtfJ/HQAMVY1X+uyNStTNZNC+X6aaEK/O2Pn6hmSX4VcoohUEf36hQlRq/Vm2K85fT5JYdUrfiNTN368+epWRqdHqZZbtjB+PZOZzWaozZr908Epzwx/4GJZaVvzc2f2JVXSHdo6KKl0DVPzM9qSr9MW3vZS05yj7eU86n1El96mkwY519mvJQ6UPADJxZ8gW25+s91z05rxdDukKVO5r0mSrfXfcpANXvKrV+eerdspaPU+m5+JVGF3dOnVeL7NO7rBzskt+kCN2Qz7QKs+r7feqVifNE5K9R6MBI8N2+sfpjYHCxEjzHwx4T05FwmPnplPeAxUNMyLVvgvvRALKQem7YifL0b5BnQ9bwZq6xFZwhvJkcuFhh0ODBZi05yjT9Wmql7nGtYPug/k+mCLLEiqqAIDRy5nQt+7WG9Wf1+Sj98370lZI/ST1V75fPjAzCt7vN08E++6s85p7vSbFSPONqdTdKPVVGJ6kc9MrprkyZ6qQsapHhu1Mf5xGkn0K+Mrl1ME01kQ5LApN16Zp1TSbltd0l36fUp+jTNen3hf9BLLZB+9zpUKdCrxeU/2whF0AQLXUeJ8+W60ZUkVt6II+ULFXtfotFYZCyU2bV3Icv5HfzjEsVPnLNf7DMPf1G5r0591/Arm4gpnUNzXorxcKu7U6hmRt/F8HAENXMvQFA6CWeAXNjEHH+1KvQlNj6mVm8MHH19SfU2TRIP+JmiapiXLzneZ9aQMESVs5CdjKX92tI/sfePsh3WftmnT3qBtwbrY8FD0WGbYz/XEqxVZKK8o+SDHpllEWMmyzaRrRaynDPqU+R2Vfn34F04S/hm8OEOa8sKs+q8OfuvaWp+vkl1I1rqXa+b8OAIaq5pt3/T5cg/ZFan8nua9XQv8wP0jOitzATLNayIFueVfdFAeqrlVc217bj69ZNm4yzW6xY5FlO0sep2S5myJji9h+ZElifSLL5vdJK/TDDJTsu1kN9lqKiTfzm6fOwwbYp6i052jI16e/TSkq6XabhvIDUJZrCQCQ3Rjo07ddWsJNTH7/Ir8pJmhysp/TTVbBPP3U4Gbxxrp7odApPngYoLnQtKWba0w/qLCDsvGFs5LPzZbWon5Nerlq3RXv6K7WY4dn8fvxmf596lgUDeOSZTvtgy1e016hucocz/DXbpe3dDc5/Tn/6/XTlEnD2vi8ypM+T6HllinYz9DQI/qpUu+J2tDxqAi9n14zXWg/vHn6WtIBvFDx6XzzPbvP/rHTT7LaYVkizHVn9inc/Oc1FZZ1jjKcd/v9El6v/zRx9CEY03QZPod6eabanGbopLgyriUAQGa1PzhzwA4LEb1LRIe10De3optJhsGZF1yW5YlDSyStW4+fVl5fueBmmyTYH/9Gm7D9/j7GhvTIsJ2x46TFP6sDQDjA6P5j3iDI094bcJiNgvD2lziHgfi+RtdfanDmzMOBDMg/9lEpj2XoWtKDRkcDanSfPEnDwqQ8R+nOe/I+JQ1gnXx9lvo+0uz6BxkeJ9W1FLt+iumvqZXhWxiyBUC1jaHQBwC1g9AHoNqcGbIFAADAZYQ+AAAABxD6AAAAHEDoAwAAcAChDwAAwAGEPgAAAAcQ+gAAABxA6AMAAHAAoQ8ARgADMwOoNkIfAACAAwh9AAAADiD0AQAAOIDQBwAA4ABCHwAAgAMIfQAAAA4g9AEAADiA0AcAAOAAQh8AAIADCH0AAAAOIPQBAAA4gNAHAADgAEIfAACAAwh9AAAADiD0AQAAOIDQBwAA4ABCHwAAgAMIfQAAAA4g9AEAADiA0AcAAOAAQh8AAIADCH0AAAAOIPQBAAA4gNAHAAAw5on8P6MIMEs/BBf4AAAAAElFTkSuQmCC)

5. Given two 2×2 Matrices A and B A=(1 7 B=( 1 3 3 5) 7 5) Use Strassen's matrix multiplication algorithm to compute the product matrix C such that C=A×B. Test Cases: Consider the following matrices for testing your implementation:

Test Case 1: A=(1 7 B=(13

3 5) 17)

Expected Output: C=(18 14

62 66)

Code:

def strassen\_matrix\_multiply(A, B):

if len(A) == 2:

a, b, c, d = A[0][0], A[0][1], A[1][0], A[1][1]

e, f, g, h = B[0][0], B[0][1], B[1][0], B[1][1]

p1 = a \* (f - h)

p2 = (a + b) \* h

p3 = (c + d) \* e

p4 = d \* (g - e)

p5 = (a + d) \* (e + h)

p6 = (b - d) \* (g + h)

p7 = (a - c) \* (e + f)

C = [[p5 + p4 - p2 + p6, p1 + p2], [p3 + p4, p1 + p5 - p3 - p7]]

return C

else:

return "Input matrices are not 2x2."

A = [[1, 7], [3, 5]]

B = [[6, 8], [4, 2]]

C = strassen\_matrix\_multiply(A, B)

print(C)

6. Given two integers X=1234 and Y=5678: Use the Karatsuba algorithm to compute the product Z=X x Y

Test Case 1:

Input: x=1234,y=5678

Expected Output: z=1234×5678=7016652

Code:

def karatsuba\_multiplication(x, y):

x\_str = str(x)

y\_str = str(y)

n = max(len(x\_str), len(y\_str))

x1 = int(x\_str[:-n//2])

x0 = int(x\_str[-n//2:])

y1 = int(y\_str[:-n//2])

y0 = int(y\_str[-n//2:])

p1 = x1 \* y1

p2 = x0 \* y0

p3 = (x1 + x0) \* (y1 + y0)

z = p1 \* 10\*\*(n) + (p3 - p1 - p2) \* 10\*\*(n//2) + p2

return z

k=karatsuba\_multiplication(1234,5678)

print(k)

output:
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